**WCF 서비스의 동시성**

**Implementing a Singleton**  
단 하나의 서비스 인스턴스만이 생성되며, 인스턴스에서 동작하는 스레드 역시, 단 하나만 생성되게 하는 경우에 대해 먼저 살펴보겠습니다.

저번 포스팅에서 사용했던 서비스 클래스의 코드를 다음과 같이 굵은 글씨체 부분만을 수정하여 서비스를 실행해 보시기 바랍니다.

**[ServiceBehavior(InstanceContextMode = InstanceContextMode.Single,**

**ConcurrencyMode = ConcurrencyMode.Single)]**

class ProductService : IProductService

{

ProductService()

{

Console.WriteLine("{0}: 서비스의 새로운 인스턴스 생성!!", DateTime.Now);

}  
          ... 생략 ...  
}

이 코드를 실행하면 다음과 같은 결과를 확인할 수 있을 것입니다.

[서버]

|  |
| --- |
| [http://cfile1.uf.tistory.com/image/15218C284B9E3DCF0D7333](http://cfile1.uf.tistory.com/original/15218C284B9E3DCF0D7333) |

[클라이언트]

|  |
| --- |
| [http://cfile25.uf.tistory.com/image/1927FD264B9E3DF329FF21](http://cfile25.uf.tistory.com/original/1927FD264B9E3DF329FF21) |

결과가 여러분이 예상했던 것과 일치하나요?  
  
이 경우 역시 서비스의 인스턴스는 서버 측 결과 화면을 통해 **클라이언트의 요청의 수와는 관계없이 하나 만이 생성**됨을 알 수 있습니다.

그리고, 클라이언트에서 서비스를 호출하는 방식으로 비동기 방식을 사용했던 것 기억 하실 겁니다. 결과 그림만을 봐서는 잘 모를 수도 있지만, 이 때문에 클라이언트 측 결과 화면을 보면, 지연시간 없이(각 호출에 대한 결과를 받지 않아도) 서비스를 연속적으로 세 번 호출함을 볼 수 있습니다.

하지만, 이 호출에 대한 결과는 각각 5초간의 지연시간을 두고 화면에 출력하는데, 이는 서버측 결과 화면을 보면 그 이유를 알 수 있습니다. 만약, 서비스 인스턴스가 여러 개의 스레드를 만들어 요청을 처리했다면, 클라이언트의 각 요청에 대한 결과를 거의 동시에 받을 수 있겠지만, 이 경우에는 **하나의 스레드 만이 동작하기 때문에 각 요청을 한번에 하나씩 처리**할 수 있어 이러한 결과를 얻을 수 있는 것이죠. 참고로, 각 요청에 대한 처리는 **FIFO(First In First Out)의 순서로 동작**합니다.

서비스 인스턴스에서 단 하나의 스레드 만이 동작한다는 것은 서버 측 결과에서 Thread ID 값이 3으로 동일한 것을 봐도 증명이 가능합니다. 가끔, 이 thread id의 값이 각 요청마다 다른 값이 나올 수도 있습니다. 그렇다고 잘못된 결과값은 아닙니다. **ConcurrencyMode.Single** 은 **한번에 하나의 스레드만이 동작한다는 것**을 명시하는 거지, 단 하나의 스레드만이 만들어진다라는 의미는 아니거든요~,, 약간 헷갈릴 수도 있는 부분인 것 같으니, 꼭 명심해주세요

이 경우처럼 싱글 인스턴스, 싱글 스레드는 한번에 하나의 클라이언트 요청만을 처리할 수 있기 때문에 throughput을 감소시킨다는 단점이 있지만, 반면에 시스템 자원(resource)에 동시 접근 같은 문제가 일어나지 않아서, 이에 대한 추가적인 관리가 필요하지 않다는 장점도 있습니다.

**Session-Level Instances**

이번에는 세션 모드가 적용되었을 때, 서비스의 인스턴스가 어떻게 생성되는지 한번 살펴보도록 하겠습니다.  
우선, 서비스에서 세션을 지원하도록 하기 위해 서비스 계약의 특성값을 다음과 같이 수정합니다.

[ServiceContract(Namespace = "http://RuAAService.co.kr/",

SessionMode = SessionMode.Required)]

interface IProductService

{

[OperationContract]

Product GetProduct();

}

SessionMode에 Required 값을 적용하여 이 서비스가 세션 모드를 지원해준다는 것을 명시해 줍니다.  
다음은 ServiceBehavior 특성에서 **InstanceContextMode의 값을 PerSession 으로, ConcurrencyMode의 값을 Multiple** 로 수정을 해줍니다. 그리고 GetProduct 메서드가 한 인스턴스에서 몇 번 호출이 이루어지는지를 체크하기 위해 n\_Calls 라는 이름의 필드를 추가해 주었습니다. lockThis 필드는 n\_Calls 필드의 값을 증가시킬 때 다른 스레드에서 동시에 n\_Calls의 값을 바꾸지 못하도록 하기 위한 목적으로 선언해주었습니다.

[ServiceBehavior(InstanceContextMode = InstanceContextMode.PerSession,

ConcurrencyMode = ConcurrencyMode.Multiple)]

class ProductService : IProductService

{

object lockThis = new object();

private int n\_Calls = 0;

       ... 중간 생략 ...

    public Product GetProduct()

    {

Console.WriteLine("{0} : GetProduct 호출, Thread Id {1}",   
                            DateTime.Now, Thread.CurrentThread.ManagedThreadId);

Thread.Sleep(1000);

Product p = new Product();

p.ProductId = 1234;

p.ProductName = "ABC Chocolate";

p.Price = 1500.0;

p.Company = "Lotteee";

p.CreateDate = DateTime.Parse("2010-01-22");

lock (lockThis)

{

p.calls = ++n\_Calls;

}

return p;

    }

}

아, 이런~ 저와 같은 방법으로 수정을 한 후에 실행 시키면, 아마 예외가 발생하실겁니다.

예외의 이유는 간단합니다. Service Contract에서 세션 모드의 값을 Required로 설정을 해놓았는데, **실제 서비스를 호스팅할 때 세션을 지원하지 않는 BasicHttpBinding을 사용했기 때문**입니다. 따라서, **BasicHttpBinding을 WSHttpBinding 으로 수정**해주시면 이 예외는 발생하지 않을 것입니다.  
  
자~ 이 부분 수정을 다 하셨다면, 다시 실행을 해보도록 하겠습니다.  
세션모드의 지원을 확인하기 위해서 클라이언트 어플리케이션을 두 개 연속해서 실행을 시킵니다.  
  
다음은 서버 어플리케이션의 실행 화면입니다.

|  |
| --- |
| [http://cfile8.uf.tistory.com/image/1620CE214BAF6937C7289F](http://cfile8.uf.tistory.com/original/1620CE214BAF6937C7289F) |

인스턴스가 두 개 생성된 것을 확인할 수 있네요,, 왜 인스턴스가 두 개 생성되었을까요?? 당연히 클라이언트 어플리케이션이 두 개 실행이 되었기 때문입니다. 세션을 지원하는 서비스이니깐요,,   
  
자~ 다음은 두 클라이언트 어플리케이션의 실행화면입니다.

|  |
| --- |
| [http://cfile2.uf.tistory.com/image/1720CE214BAF6937C80FB4](http://cfile2.uf.tistory.com/original/1720CE214BAF6937C80FB4) |
| [http://cfile27.uf.tistory.com/image/1820CE214BAF6937C91CBB](http://cfile27.uf.tistory.com/original/1820CE214BAF6937C91CBB) |

각 클라이언트는 호출한 횟수가 1~3인 것을 확인할 수 있습니다. 이것은 **각 클라이언트 마다의 서비스 인스턴스가 따로 데이터를 유지한다는 것**을 의미하는 것이죠.